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Resumo

Nos últimos anos tem-se assistido a um grande crescimento do uso de drones, sendo

utilizados em diversas áreas como a da segurança, da agricultura ou da investigação. A

existência de alguns sistemas que permite o controlo de drones à distância é uma realidade,

porém, estes sistemas são bastante simples e direcionados a uma funcionalidade espećıfica.

Esta dissertação propõe a elaboração de uma plataforma web feita em Vue.js e Node.js

para controlar, gerir e monitorizar drones em tempo real. Usando uma arquitetura de

microsserviços, o projeto proposto será capaz de integrar algoritmos que permitem a

otimização de processos. A comunicação com os aparelhos remotos é sugerida via HTTP

através das redes de 3G, 4G e 5G, e pode ser feita em tempo real ou através de agen-

damento de rotas. Esta dissertação aborda o caso dos incêndios florestais como um dos

serviços que poderia ser inclúıdo num sistema semelhante ao apresentado.

Os resultados obtidos com a elaboração deste projeto foram um sucesso. A comu-

nicação entre a plataforma web com drones permitiu o seu controlo e monitorização à

distância. A incorporação do algoritmo de deteção de incêndios na plataforma demon-

strou ser posśıvel uma análise em tempo real das imagens captadas pelo drone, sem

intervenção humana.

O sistema proposto demonstrou ser uma mais valia ao uso de UAVs na deteção de

incêndios. A arquitetura da aplicação desenvolvida permite que outros algoritmos sejam

implementados, obtendo uma aplicação mais complexa e com clara expansão.

Palavras-Chave: Controlo de drones, Microsserviços, Node.js, Véıculo Aéreo Não

Tripulado, Vue.js
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Abstract

In recent years there has been a great growth in the use of drones, being used in several

areas such as security, agriculture, or research. The existence of some systems that allow

the remote control of drones is a reality, however, these systems are quite simple and

directed to specific functionality.

This dissertation proposes the development of a web platform made in Vue.js and

Node.js to control, manage and monitoring drones in real time. Using a microservice

architecture, the proposed project will be able to integrate algorithms that allow the

optimization of processes. Communication with remote devices is suggested via HTTP

through 3G, 4G, and 5G networks, and can be done in real time or by scheduling routes.

This dissertation addresses the case of forest fires as one of the services that could be

included in a system similar to the one presented.

The results obtained with the elaboration of this project were a success. The commu-

nication between the web platform and drones allowed its remote control and monitoring.

The incorporation of the fire detection algorithm in the platform proved possible a real

time analysis of the images captured by the drone, without human intervention.

The proposed system has proved to be an asset to the use of drones in fire detection.

The architecture of the application developed allows other algorithms to be implemented,

obtaining a more complex application with clear expansion.

Keywords: Drone Control, Microservices, Node.js, Unmanned Aerial Vehicles, Vue.js.
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CHAPTER 1

Introduction

1.1. Motivation and Context

The forest area in the world represents approximately 31%, but over the last decades

this value has been decreasing successively [1, 2]. The reasons for the losses of forest land

are diverse, one of them being the disasters with forest fires. Forest fires are uncontrolled

fires that have a very high destructive capacity, capable of destroying thousands of hectares

of forest areas, naturally causing the destruction of flora, but also the destruction of

infrastructure and, worst of all, the death of animals and humans. The carelessness of

the population in the treatment and cleaning of the forests, the criminal hand and the

inability of the security forces to control these fires contribute to them becoming real

natural disasters when the wind and humidity conditions are favorable [3].

The existence of checkpoints in the forests has allowed fires to be detected more quickly,

which allows a faster response to initial outbreaks of fire. The faster fires are fought the

less damage occurs. Other detection methods, such as distributed sensors in the middle

of the forests or the installation of cameras, theoretically help this detection. However,

these efforts are insufficient and, considering the technological advances of recent years,

new methods must be thought out and implemented. The use of a robust system that

would be able to carry out active surveillance autonomously would be an added value for

these situations.

Initially intended for military purposes, in recent years the Unmanned Aerial Vehicle

(UAV) have captivated the ordinary citizen and the business sector. It is already possible

to use this type of devices to make deliveries, to do private vigilance in properties or just

make aerial filming for pure entertainment [4].

The use of these devices can be rewarding in the area of detecting and fighting forest

fires. By having the ability to collect data and images in real time, drones can be used

for continuous surveillance of forest areas. Through the collected data, which is sent to a

server, it is possible to detect risk areas or even to detect fires through sensors and images

captured by the drone.
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Chapter 1 Introduction

1.2. Objectives

The objective of this dissertation is the development of a web platform for real-time

control, management and monitoring of drones. Vaguely, it will be possible for a user

to register the drone and be able to control it live via a computer or smartphone. This

system would be very useful for situations related to the detection of forest fires, since

the range of the drones would only be limited by the range of the mobile network in the

territory and by the battery that the device itself possesses, overcoming constraints of

this type of situations such as pedestrian access to isolated locations and difficult to reach

areas.

Along with the real-time control of the drone, the possibility of scheduling the drone to

make a certain route will be implemented. This functionality is very useful and important,

taking advantage of the fact that it is not necessary the real time monitoring of a human

being for the system to work, allowing these resources to be allocated to other areas.

The use of artificial intelligence would play a fundamental role in this system. The

data collected by the drone, especially the images, need to be analyzed. Continuing the

projects already developed by the Institute of Telecommunications of Iscte-iul, in Lisbon,

Portugal, image processing algorithms have already been developed with the ability to

detect fires. The objective of this project is also to include the results obtained from

previous investigations carried out on this platform, in order to make it a robust and

complete platform.

Although the development of the platform focuses essentially on the improvement of

detection systems, its use can be generalized to other situations. A well implemented and

thought out system allows the addition of new functionalities or algorithms.

1.3. Structure of the Dissertation

This dissertation is organized in a total of 5 chapters, with the respective descriptions:

• Chapter 1 - Introduction: introduces the context of this dissertation, as well as

the objectives intended with this project.

• Chapter 2 - State of the Art: description of technology used or investigated before

the implementation of this project and the analysis of related works

• Chapter 3 - System Implementation: description of the system architecture, and

its implementation. Presentation of the project initially proposed for this disser-

tation.
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Chapter 1 Introduction

• Chapter 4 - Results: demonstration of the objective results with the system

developed

• Chapter 5 - Conclusion: presents the conclusions obtained with this dissertation

and improvements that it should have.

1.4. Main Contributions

The work conducted in this dissertation contributed in two ways: one practical and

the other scientific. On the practical side, the project developed proved to be able to be

a robust but simple platform for managing drones through the internet. Its applications

are diverse, including fire detection through the implemented algorithm. Its use can be

by individual users or by companies.

This project allowed scientific contributions related to the development of platforms

based on a microservice architecture for control, management, and monitoring of drones.

The publications are:

• J. R. Santos, P. Sebastião, “An Effective and Efficient Web Platform for Moni-

toring, Control, and Management of Drones Supported by a Microservices Ap-

proach” in ICAST 2021: International Conference on Applied Science and Tech-

nology.

• J. R. Santos, P. Sebastião, “A Microservice Platform for Real-time Control and

Monitoring of Drones” in Applied Sciences

3





CHAPTER 2

State of Art

In this chapter will be presented the various architectures, technologies, frameworks,

libraries and methodologies studied for the development of the project proposed by this

dissertation. Projects similar to the one proposed by this document will also be analyzed,

presenting the advantages that the project presented here has.

2.1. Software Architecture

Two software architectures will be presented next: the monolithic architecture and the

microservices architecture. The structure of each of these architectures will be illustrated,

describing the advantages and disadvantages, culminating in a comparison between the

two studied architectures.

2.1.1. Monolithic Architecture

The monolithic architecture is considering the standard way of developing an appli-

cation. This approach consists of encapsulating all system services in the same basic

code, for example the HTML and JavaScript pages that the user interacts, API, database

access, system logic and request execution [5].

At the beginning of a project, the handling of this type of applications is quite simple

and accessible: it has only one basic code which facilitates its initial development and

scaling, and its level of complexity is relatively low [6]. It is possible to use only one

database to handle all information, making transactions easier to manage. Figure 2.1

shows the example of a monolithic architecture.

For large-scale projects, this type of architecture can become a problem. Due to factors

such as the large amount of code and high coupling, developing new features or fixing bugs

can result in a high effort cost for development teams [6]. The simple implementation

of a feature, which at first seems simple, can in fact affect multiple project files and

components, making this task more complex and critical [5].

Continuous deployment is also affected in large projects that use this architecture.

The construction of an artifact in this type of applications encompasses all the project’s

5
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Figure 2.1. Monolithic Architecture

source code, not just a specific module. Thus, the passage to production of a new func-

tionality has to be done with the project as a whole. This situation implies that the whole

development team has to be in sync to avoid delays in the development of the application

[7, 8].

On the other hand, the implementation of a monolithic project in the various develop-

ment environments, such as the test environment or production environment, is simpler.

Since only one artifact is used, its passage through the various stages of development is

done in a continuous manner [5]. The development of integration tests in this type of

projects is much easier compared to the microservice system, since all the project code is

located in the same place [7].

2.1.2. Microservice Architecture

The architecture of microservices has been gaining space over the last years. An

application based on this type of architecture is divided into several services, called mi-

croservices. The great advantage of this architecture is due to the easy scalability, project

structure perception and the clean and readable code. The origin of this architecture is

based on the software design called Service-Oriented Architecture (SOA) [9].

6
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A microservice should only focus on a set of similar features and should be independent

from other microservices. This is classified as a good modularity in code. Modularity

means ”granting the application components separately and independently”, thus allowing

the development and evolution of each microservice not to be dependent of external

factors. Figure 2.2 shows the example of a microservice architecture [8, 10].

Figure 2.2. Microservice Architecture

The passage from a microservice based application to various development environ-

ments does not necessarily have to be done with all microservices at the same time. Each

microservice generates an artifact that will be implemented independently [5, 9, 10].

This situation, on the other hand, has a negative side, as it is necessary to work with

several artifacts, the time spent in the development of versions is quite high [11].

The communication between these microservices is well delineated because it is done

through lightweight mechanisms, known as APIs, and there is no risk of a microservice

executing internal calls from another microservice. This way, modularity is guaranteed in

this architecture. However, a large number of communications between the microservices

in a single request implies an increase in response time because APIs have limitations in

number and response time [8].

7
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2.1.3. Monolithic vs Microservice Architecture

Over the past few years many companies have migrated their applications from a

monolithic architecture to a microservice architecture. Although the development of an

application with this architecture is more expensive in the beginning, in the long term the

advantages are evident. The main advantages and disadvantages of the two architectures

studied are presented below [5, 6, 8, 9, 10].

Monolithic advantages

• Easy development.

• Easy to test, since the whole application integrates a single package.

• Simplicity and speed in deploying, since there is only one package.

• Technological knowledge is equitable, since all developers work on the same ap-

plication and technologies.

Monolithic disadvantages

• In large and complex projects, the implementation of new features will take time

due to high coupling.

• For a minimal change it is necessary to deploy the whole application.

• Introduction or evolution of technologies is complicated and time consuming.

• High CPU utilization.

Microservice advantages

• Low coupling.

• Problems in one of the services do not directly affect the others.

• Fast initialization of services.

• Changes to the code do not imply the deployment of the entire application, only

the changed microservice.

Microservice disadvantages

• The structure of the application is more complex.

• End-to-end and integration tests are more difficult to perform.

• A larger development team is needed because each service can have its own

technology.

• Initial application development is slow.

8
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2.2. JavaScript

JavaScript is one of the most popular programming languages in the world. In the be-

ginning it expressed itself in small segments of code to make web pages more dynamic and

attractive to users, libraries and frameworks began to appear and changed the paradigm

of this language [12], [13].

A framework is a set of libraries and tools that allow you to solve recurring problems,

allowing the developer to focus on solving the actual problem and not rewriting code.

In 2010, with the development of AngularJS by Google, JavaScript frameworks began

to stand out among the other technologies, opening space for other frameworks of the

same kind to grow [14].

Most of these frameworks are made up of components. These components have intrin-

sically at their root the ability to communicate with each other, to store information and

are encompassed within the flow of control and processes. The main difference between a

library or a framework is what each one provides to the developer. While a library provides

only one set of functions and methods, a framework offers a pre-implemented architecture,

a set of processes and flows of an already prefabricated system, facilitating communication

between the various modules/layers that the project itself needs [14, 15, 16].

2.2.1. TypeScript

TypeScript language is a super-set of JavaScript that includes a huge amount of fea-

tures that are natively not available or that require a great implementation effort [17].

Created by Microsoft, this language better supports the use of Object-Oriented Pro-

gramming, which includes the principles of inheritance, polymorphism, encapsulation

and abstraction. In addition, it corrects a syntax flaw in JavaScript related to data types.

While in JavaScript the creation of variables does not require the indication of the variable

type, in TypeScript besides using the same syntax as JavaScript, it requires the developer

to indicate the variable type. This improvement allows Integrated Development Envi-

ronment (IDE)s to provide a richer environment for error detection and, consequently,

enables better code interpretation by other users [17, 18].

TypeScript is an open-source project and is based on the ECMAScript 6 (ES6) stan-

dards, which allows compilation into JavaScript. Thus, development in TypeScript is done

in .ts files that can be compiled to JavaScript, since browsers cannot process TypeScript

directly [17].
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2.2.2. React

React is a robust JavaScript library designed for the development of interactive in-

terfaces without web pages. This library is one of the most used in the world, having a

very simple learning process requiring only basic knowledge of HyperText Markup Lan-

guage (HTML) and Cascading Style Sheets (CSS) to understand it. As it is a very

complete library, it is commonly inserted in the context of frameworks [15, 19].

React, like other frameworks, is composed by components that, interlinked with each

other, originate a cohesive and simplistic flow. It has a Data Binding feature, using an

architecture called Flux, in which a control point makes the data management between

and for the components.

Another feature highly valued in React is the concept of Virtual Document Object

Model (DOM), a tree structure composed of simple objects, enhancing the performance of

the application. When building a Virtual DOM, all objects in this structure are compared

with those already existing in the browser, updating the components where there was a

change, making the process effective and fast [15, 16, 19].

2.2.3. Angular

Angular is a JavaScript framework launched in September 2016, which allows web and

mobile development. It was developed by Google, succeeding the AngularJS framework.

Also known as Angular 2, this framework allows code writing in ECMAScript 5 (ES5)

JavaScript, ES6 JavaScript, Typescript and Dart [14, 17].

Working with very recent languages and libraries, the browsers still have limitations,

which involves some effort of Angular to ensure compatibility with older versions of

browsers. This compatibility is guaranteed through transpilers that the framework it-

self already has properly implemented. On the other hand, there is a great effort in the

community to adopt the ES6 standard, which allows the abolition of transpilers over time

[14, 16, 20].

2.2.4. Vue.js

Vue.js, or just Vue, is a very recent progressive framework, compared to the others

already compared, and is very versatile, easy to use and with a high performance. The

development of this framework was thought to contain the most valued features of the most

popular frameworks. Thus, Vue includes React’s Virtual DOM and Angular’s template

construction [16, 21, 22].

10
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Vue is essentially focused on the visual layer and allows an easy integration with

other libraries in order to obtain the desired result. It also allows the development of

Single-Pages Applications together with other libraries and dedicated tools [21].

2.2.5. Angular vs React vs Vue

Until a few years ago, the choice of which JavaScript framework to use was between

Angular or React. But over the last few years, there has been a great growth in the use

of another framework that has shuffled the accounts, the Vue.js.

The development community has a great impact on technological trends. Therefore,

it is possible to obtain a perspective of the growth of these technologies using statistical

data provided by platforms such as GitHub, the largest repository of projects in the world.

Table 2.1 compares some of the characteristics between these JavaScript frameworks [16].

Table 2.1. Basic information of Angular, React and Vue

Angular React Vue
Release date 2010 2013 2014
Approximately size (KiloByte (KB)) 500 100 80
Stable version (Nov 2020) 10.2 16.6 2.6
Used by Google, Wix Facebook, Uber GitLab, Alibaba

Analyzing the Table 2.2, it is possible to conclude that the interest between React

and Vue are similar and high, comparing with the number of Angular observers. The

popularity of Vue is also proven with the number of stars given to this project. It can

also be seen that the conteibution that Vue has is higher compared to Angular and React.

The justification for this great difference is related to the companies that support each of

the technologies: Angular and React have Google and Facebook, respectively, while Vue

is supported by the open source community that has a huge number os users [23].

Table 2.2. Angular, React and Vue Statistics by GitHub

Angular React Vue
GitHub #Observers 3.2k 6.7k 6.2k
GitHub #Stars 62k 151k 166k
GitHub #Contributers 1k 1.3k 300k

The choice between one of these frameworks is not consensual, each having pros and

cons depending on the objective:

• Angular is the oldest framework, therefore the most mature among the three,

having already a high amount of tested and operational tools. It is especially
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indicated for large projects and with a team that knows TypeScript. However,

the learning of this framework is large and complex.

• React is a framework widely accepted by the community and can be easily incor-

porated into projects already built. Because it allows some flexibility, it is widely

used in small projects or start-ups.

• Vue, despite being the latest framework among these three, has a very flexible

architecture and easy integration. It offers a great customization, having an

overlapping of its functionalities like Angular and React, making a later transition

very accessible.

2.2.6. Node.js

Node.js, or simply Node, is a JavaScript implementation developed to run in a server-

side environment, so it is not browser dependent, unlike traditional JavaScript imple-

mentations. This type of implementation emerged with the growing need for server-side

applications in JavaScript [24, 25].

Unlike other modern frameworks, Node processes do not rely on multi threading to

support the simultaneous execution of logical processes, based on asynchronous and non-

blocking input and output events. Node runs on a Google JavaScript V8 machine, which

consists in transforming JavaScript code into another faster and more perceptible pro-

gramming language by the computer [24, 25].

2.3. Unmanned Aerial Vehicles

UAV are flying devices that do not require a human on board to carry out flight

plans. The drones can be controlled remotely by a human, through radio communication,

or autonomously, using an embedded system and a set of sensors that allows you to make

flight plans [26, 27].

Due to the wide variety of existing UAVs, the author in [28] distributes them into

different categories, depending on their range, autonomy and achievable altitude:

• High Altitude Long Endurance (HALE) are aircraft that have a high autonomy of

flight, which can exceed 24 hours. They can cover more than 5000km of distance,

reach a maximum altitude of 15km and their size can go up to 35m. These UAVs

are used in military missions, such as remote surveillance and air attacks.
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• Medium Altitude Long Endurance (MALE) are drones with functions which are

similar to HALE but have only a range of 500km and reach a maximum altitude

of 5km. Their size can be up to 20m.

• Tactical UAV (TUAV) are drones like MALE and HALE with a range between

100 and 300km. Their size is very small (not exceeding 10m) and they have a

maximum autonomy of 10h.

• Close-Range UAV are relatively small and very common devices in the military

and civil area, used for different purposes. It can travel a distance of 100km and

has an autonomy of 2 to 4 hours. Its size varies between 1 and 6 meters.

• Mini UAV (MUAV) are drones with a weight of under 10kg. They have an

autonomy of only 2 hours and reach a maximum altitude between 150 and 300m.

Their size does not normally exceed 3 meters.

• The Micro UAV (MAV), together with the MUAVs, are the most popular types

of drones. Due to their small size that does not exceed 1 meter, their acquisition

is quite affordable. The flight autonomy of an MAV is less than one hour and

can reach a height of 250m. Its range does not exceed 20km.

This dissertation will focus mainly on MAV because they are the most common types

of drones.

2.4. Database

2.4.1. Structured Query Language

SQL is the standard language used in Relational Database Management System (RDBM)

relational database. This type of database has as main objective to relate the information

stored in its tables to each other. It also allows a controlled management of data and

system flow.

An SQL database is essentially built by tables, which in turn may have several rows

or entries. Each row of a table is a distinct entity, and each column of the table is an

attribute of that entity [29, 30].

SQL databases must respect the concept of ACID, which includes the integrity of

the information and the system, the validation of transactions, the synchronization of all

tables and the persistence of data after technical failures. The acronym ACID comes from

the following concepts [29]:

• Atomicity: In which each transaction must be reversible if the action is not

successful.
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• Consistency: The stored data must respect the various rules defined.

• Isolation: The transactions are executed sequentially, which prevents a later ac-

tion from catching an intermediate state existing in the previous multiple action.

• Durability: In case of system failure, if an action was successfully executed it

must persist in the database.

2.4.2. Not Only SQL (NoSQL)

Databases in Not Only SQL (NoSQL), unlike the SQL database, are based on key

value pairs, documents or even graph data. Another big difference is in the database

schema, being a dynamic and versatile schema for when the data is not structural.

Because it is not a relational database, the construction of a NoSQL database is less

demanding and has greater flexibility. It is possible to create documents without first

defining a structure and each document can be its own structure [30, 31].

The scalability of the system also differs, being NoSQL scalable horizontally, allowing a

large set of data and information is not a high effort for the Central Processing Unit (CPU)

or Random Access Memory (RAM) of the system.

Most NoSQL systems do not use ACID transactions. To obtain another level of

benefits such as scalability and resiliency, they use the BASE model in their systems [31]:

• Basically Available: The database has a very high availability.

• Soft-state: Even without any input during a period, the state of the system can

change, very much a result of ’Eventually consistent’.

• Eventually consistent: The system guarantees that after a change in an object,

all access requests will return the last updated value. This is if a failure occurs

and taking into account the maximum size of the inconsistency window, which

may vary depending on the system load [32].

2.4.3. MySQL / MariaDB

MySQL is one of the most popular relational database management systems as it is

open source and free of charge for most of its functionalities. This service uses SQL as its

language. This system was created in 1995 by David Axmark, Allal Larsson and Michael

Widenius and was sold to Sun Microsystems in 2008 under the company MySQL AB. It

is currently under Oracle domain since 2009 [33, 34].

Because it is a system with low hardware requirements, easy to implement and with a

very good performance, it is the most used SQL system in the world by development fans
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and small businesses. Other highly valued features of MySQL are the great compatibility

with various drivers and the ability to be used in any platform [29, 30, 33].

After Oracle’s acquisition of MySQL, the community version became more restricted,

so one of the founders of MySQL, Michael Widenius, created the MariaDB project. Mari-

aDB is a MySQL fork, i.e. it started as an independent project based on the MySQL

source code, allowing the community to continue to use MySQL unrestricted and for free

as well as to make contributions to the sustainability of the project. MariaDB keeps its

version up to date with MySQl, being its compatibility 100% assured [29, 30, 34].

2.4.4. Oracle Database

Oracle Database is also one of the most popular database management systems,

Database Management System (DBMS). The architecture of this database has a great

optimization and performance, whatever the size of data in question.

Although it is an expensive DBMS, the confidence and security it has demonstrated

justify the investment made to implement this service in a company. Being a multi-model

database, it allows not only the creation of relational models, but also of documents,

graphs and key values, some very famous features in NoSQL [35, 36].

Besides the simple database service, Oracle provides other services that allow complet-

ing and adding many compatible services such as Oracle Streams, Oracle Real Application

Clusters. Oracle’s Procedural Language/Structured Query Language (PL/SQL) exten-

sion integrates many other features that are valued in the developer community [35].

Oracle Database is the leading service in the market in this area, especially in the

business environment, since this sector can support the costs.

2.4.5. MongoDB

MongoDB is a document-oriented database turning it into a NoSQL database and, as it

is open-source, it is one of the most used nowadays. Because it is not a relational database,

the insertion of a document does not imply the prior construction of any structure. Each

document can be independent of everything [30, 31].

A document in a MongoDB database is in JavaScript Object Notation (JSON) format,

allowing the document to have simpler values such as dates, numbers, or string, as well

as more complex information such as lists of objects or pairs of key values.
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MongoDB allows documents to be grouped into collections. It is this set of collections

that forms the database. This information can be replicated to other servers or even be

shared, through the sharding functionality that MongoDB integrates [31].

2.4.6. MySQL vs Oracle DB vs MongoDB

Table 2.3 presents the main differences between the analyzed databases. Comparing

the databases portrayed here, we can see that there is a big difference between MongoDB,

because it is non-relational, and MySQL and Oracle, which are both relational databases.

The choice of the database for this project is based mainly on the most appropriate type

of database. When seeking a more traditional database, where there is a relationship

between the stored data, MongoDB excludes itself from the equation [37].

Table 2.3. Comparison between MySQL, Oracle DB and MongoDB

MySQL OracleDB MongoDB
Primary database model Relational DBMS Relational DBMS Document store

Secondary database model Document store
Document store
Graph DBMS

Search engine

Ranking
#2 Overall
#2 Relational DBMS

#1 Overall
#1 Relational DBMS

#5 Overall
#1 Document store

Stable version (Nov 2020) 8.0 19c 4.4
License Open source (MariaDB) comercial Open source
Data scheme Yes Yes Schema-free

Following, and as previously described, the choice between the MySQL database and

OracleDB fell on the MySQL database, more specifically in the open-source version Mari-

aDB. The bet on MariaDB came about because it is a free version and, as the project

presented in this dissertation is at an early stage and with little information flow, there

is no need to invest in a more robust database like Oracle.

2.5. Tests

Tests in software development are an important factor in ensuring the quality control

of the system. These have as main objective to guarantee that the requirements of the

system are well implemented.

The use of tests allows for cost savings, whether monetary costs or time costs, be-

cause they allow the detection of errors or bugs much faster. A defect discovered in the

production phase of a software has a much higher cost of correction when compared to

discovering the same defect while in a test phase [38].

16



Chapter 2 State of Art

The use of testing in software development is seen as a quality standard by the tech-

nological community. These tests should include the various existing variants, being the

most used [38, 39]:

• Black box testing: validating the functional requirements of the system. The

code is not observed nor how it was implemented, focusing only on the results

obtained by the various processes.

• Regression test: consists of testing each version, allowing the detection of errors

resulting from the software version change.

• Unit tests: checks if smaller parts of the code, usually methods or a small set of

methods, work properly. It is one of the most important tests when developing

software.

• Integration tests: has as main objective to test the joint integrity of several

parts of the code. Like unit tests, integration tests have a great importance in

development.

2.5.1. Jest

Jest is a JavaScript framework for testing. Created by Facebook, it’s a very complete

and fast framework and doesn’t need a complex configuration to use it. It was developed

from the Jasmine framework.

It was initially developed with the purpose of testing the React framework, also de-

veloped by Facebook. However, its implementation has become quite complete and wide

resulting in it being used in other platforms such as JavaScript, Node.js or Typescript

[40].

2.5.2. Mocha & Chai

Mocha, as announced by the website itself, is a JavaScript framework targeted to Node

applications. This framework allows testing in a simple and easy way, even asynchronous

tests [41].

The Mocha project is an open-source project, allowing any developer to contribute

to its growth. Its rich documentation and easy understanding make it one of the main

testing frameworks used in Node.js [41].

When using Mocha in a project, the integration of Chai is recommended [42]. Chai

is an assertion library that complements Mocha itself, giving the developer more options
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for testing, making them more cohesive and effective [41, 42]. It also allows the imple-

mentation of HyperText Transfer Protocol (HTTP) order testing, very useful for projects

that contain APIs [42]).

2.5.3. ESLint and TSLint

When developing a project, especially a large one, it is necessary to ensure the quality

of the code developed. For this, there are several code qualities tools on the market, which

help you not only to correct errors, but also to prevent duplicate and confusing code. Two

of these best-known tools are ESLint and TSLint.

ESLint is a lint tool for JavaScript that allows you to generate reports of good and

bad practices existing in the project. You can configure ESLint to respect the JavaScript

standards that exist in the community. ESLint is the most accepted open-source tool

used by the community [43, 44].

TSLint is also a code quality tool and has features quite similar to ESLint [43]. The

main difference is in the target language, Typescript. In order to respond to the calls

made by the community, the developers of TSLint and ESLint decided to unify these

tools. Thus, TSLint was deprecated in 2019 and ESLint started the eslint-typescript

project with the support of the founder of TSLint [45].

2.6. GitHub

Git is a version control system created by Linus Torvalds, creator also of Linux [46]. A

version control system is an essential tool for any project. It allows you to track changes

made to the code, recording who changed it and, if necessary, reversing it [47].

These systems are highly recommended in medium and large projects, especially when

there are continuous releases of versions, code corrections or implementation of new fea-

tures [46].

GitHub is a company that provides the Git cloud service. The simple interface provides

users, free access to numerous control and collaboration tools make it the most widely

used Git service in the world [48].

2.7. Security

Security in any system should be considered as a priority to be implemented. In online

systems, where anyone through the Internet can have access to the content, it is more

important that the security implemented allows to guarantee the integrity, privacy and

correct functioning of the whole system [49].

18



Chapter 2 State of Art

The existing servers on the Internet, which allow anyone to host a website, already

have a robust security. However, certain aspects should be implemented on the website

side and must be of concern to any web developer. In the following, some protocols or

libraries will be presented that allow a better security in the communication and integrity

of the whole system [49, 50, 51].

2.7.1. SSL Certificate

Secure Socket Layer (SSL) Certificates, which is issued by the Certificate Author-

ity (CA), allows all communications with this site to be transferred through the HyperText

Transfer Protocol Secure (HTTPS) protocol. SSL certificates can be of three types de-

pending on the desired security level [52, 53]:

• DV Certificate: a certificate that can be obtained easily and at a very accessible

price. It is directed to a domain or sub-domain.

• OV Certificate: it is also a certificate directed to a domain or sub-domain, how-

ever, its verification requires a higher level of security, essentially business.

• EV Certificate: is the certificate that guarantees the highest level of security and

has a validity of only 2 to 7 days. It is aimed at businesses that require extreme

confidentiality, such as bank access.

The images illustrated in figures 2.3, 2.4 and 2.5 show how the various types of SSL

certificates are represented in the browser.

Figure 2.3. DV Certificate [54]
Figure 2.4. OV and EV Cer-
tificate [54]

Figure 2.5. Without Certifi-
cate [54]
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2.7.2. PassportJS

PassportJS is an authentication middleware for Nodes.js. Its sole purpose is to guar-

antee the authenticity of received requests through an easy and fast way to use. Through

this implementation it is possible to configure a user’s session, authentication strategy

and configure the various authentication routes [55, 56].

PassportJS allows authentication to be done using the traditional method, using an

email or username and the respective password. This information must be stored by the

application in a database. It also allows integration with other more recent authentication

mechanisms, OAuth. OAuth is a service that allows users to register and authenticate

in an application using an external/third party application. This implementation is used

recurrently through authentication using platforms like Google, Facebook or LinkedIn

[55, 56].

2.7.3. JSON Web Token

The JWT is an Request for Comments (RFC) 7519, a security mechanism to realize

authenticity between two parties through the use of a signed token [57]. This token is

digitally signed using an Hash-based Message Authentication Code (HMAC) algorithm

or using public and private Rivest-Shamir-Adleman (RSA) keys.

Figure 2.6. JWT Authentication Diagram
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The operation mode using this mechanism is quite simple, as can be seen in the Figure

2.6. The server, after receiving the authentication request and subsequent validation,

creates a token signed by the user that is sent to the user. From this moment on, whenever

the user makes requests to the server, the latter must include the token in the message

sent. This way, the server is able to verify the authenticity of the request received, ensuring

that non-authenticated users cannot access restricted content [57, 58, 59].

2.8. Mobile Network Technologies

The technology used in mobile communications ceased many years ago to have exclu-

sive use in the mobile market. The evolution of the technology, and the growing need,

has allowed a high range of other products to incorporate this technology. We can char-

acterize that a mobile communication technology is any wireless communication between

two devices, which can be, among others, cell phones, computers, transmission towers or

radios.

2.8.1. 3G, 4G and 5G

3G technology was the first great leap in mobile communication. With the global stan-

dard agreed at International Mobile Telecommunications-2000 (IMT-2000), the use of the

Internet in cell phones became a daily act of the user. The mobile system compatible with

the IMT-2000 standard is called Universal Mobile Telecommunications System (UMTS).

The most used frequency bands are 900MHz and 2100MHz in Europe, Asia, Africa and

Oceania and 850MHz and 1900MHz on the American continent [60].

The 4G/Long Term Evolution (LTE) technology has allowed communication and infor-

mation exchange to take place with higher bandwidth and lower latency. This technology

has revolutionized several digital sectors such as the use of audiovisual content, streaming

and video calls. Although this technology has existed for many years, its coverage espe-

cially in rural areas is not guaranteed. The frequencies used by the 5G network are mainly

800MHz, 1800MHz and 2600MHz in EuroAsia and 700MHz, 1700MHz and 2300MHz in

America [60].

The 5G technology under implementation presents a new digital technology, the Mas-

sive Multiple-Input and Multiple-Output (MIMO). With 5G, the data exchange speed

will be much faster, with less latency and congestion [61]. The 5G will be the open door

for the great growth of Internet of Things (IoT) in recent years, allowing high numbers of

objects to be connected to each other without disturbances in the network. In contrast,
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the range of an antenna will be smaller. This technology brings two frequency ranges:

450MHz to 6GHz and 24GHz to 52GHz [60, 61].

2.9. Communication Protocols

2.9.1. Hyper Text Transfer Protocol

HTTP is the protocol used by browsers to exchange information between a user and

a server. This system is the basis of any communication on the Internet, which allows

content to be accessible through an address, commonly called a Uniform Resourcer Lo-

cator (URL) [62].

All servers that host websites have designed in their programs the ability to receive

HTTP requests, while browsers, the HTTP clients, can make these requests and conse-

quently process the content received.

The protocol arose with the need to transfer information between a client and a

server, so that there was a standardization in the distribution in this way, the first version

of this protocol appeared in 1990, called HTTP/0.9. This first version had only one

request method, the GET. Over the years other methods were incorporated and additional

functionalities were implemented such as connection control, cache management and even

articulation with other communication protocols used in the World Wide Web [63, 64].

Currently the most used version is HTTP/2.0, and the migration to version 3.0 is already

happening [62, 65].

2.9.2. Hyper Text Transfer Protocol Secure

An existing problem with the transfer of information between the client and the server,

or even between servers, is the necessity of ensuring that no content in the messages is

viewed or changed. In this sense, there was the need to ensure that the exchange of

information was [66]:

• private, the content should not be viewed by third parties except the recipient.

• integral, the content should not be altered or manipulated.

HTTPS is not exactly a new protocol, but the use of HTTP protocol over an encrypted

SSL/Transport Layer Security (TLS) connection layer. In packets transmitted over the

network, all content is encrypted, including the header and requests, and is only decrypted

when the message reaches its destination [66, 67].

A connection between the client and the server, using HTTPS, only happens if the

accessed website has an SSL Certificate. Browsers illustrate if the communication between
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the browser and the server is secure through the https terms in the site’s own URL or

through an image of a lock [67].

2.9.3. Simple Mail Transfer Protocol

Simple Mail Transfer Protocol (SMTP) is a convention dedicated exclusively to sending

emails over the Internet. Because it only refers to sending emails, it is usually used in

conjunction with other protocols, such as Post Office Protocol (POP) or Internet Message

Access Protocol (IMAP), when you want to have a sender-receiver system. In this case,

the sender implements the SMTP protocol and the receiver one of the other protocols

[68].

One of the gaps in this protocol is the inability to transfer files, such as images or

videos, and the limitation of supporting only 7-bit American Standard Code for Informa-

tion Interchange (ASCII) characters. In order to combat this problem, the Multipurpose

Internet Mail Extensions (MIME) was developed. Thus, the vast majority of email ser-

vices exchange messages using the SMTP protocol with the MIME format. Because

there is such a close relationship between these two protocols, they are commonly called

SMTP/MIME [68, 69].

2.9.4. MavLink

Micro Air Vehicle Link (MavLink) Communication Protocol is a message protocol for

communication with drones, or between the components of a drone. This protocol allows

two-way communication between the drone and the Ground Control Station (GCS). The

control station sends commands to the drone, while the drone responds with measured

data at least, such as location or images [70, 71]. It was initially released in 2009 by

Lorenz Meier.

The MavLink protocol is a layer 2 protocol, in reference to the Open System Intercon-

nection (OSI) layers, which is the data layer. It is responsible for starting the connection,

indicating the logic for data transfer, and interrupting the connection [2, 71, 72]. The

messages contained in this protocol are defined in Extensible Markup Language (XML)

files and can be implemented in one of the programming languages supported by MavLink,

some of them being C, C#, Java or Python.

All MavLink messages have an identifier, which relates the source station and the de-

vice. Because there is no guarantee that messages are delivered, frequent communication

is required to ensure that the content has been delivered correctly. An advantage of this
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protocol is that the messages are already encrypted. The size of these messages can vary

between 8 Byte and 263 Byte, depending on whether the protocol is the first or second

version of MavLink. In the Figure 2.7 it is possible to observe the structure of a MavLink

message [70, 2].

Figure 2.7. MavLink Protocol Message Format [70]

2.10. Artificial Intelligence

Artificial Intelligence is a system that can evolve through the acquisition of knowledge.

Such a system is intended to imitate human intelligence, through behaviors such as rea-

soning, judgment, identification, perception, understanding, thinking, learning, problem

solving, etc...

Artificial Intelligence can be used in countless areas and needs people with knowledge

not only in computing, but also in philosophy, psychology or science, depending on the

purpose of the machine created. The main focus of the last years has been essentially in

the field of intelligence, education, process automation and the development of intelligent

decision support systems [2, 73].

2.11. Machine Learning

Machine Learning is a field of artificial intelligence that allows applications to predict

data with a high accuracy. As a rule, this prediction is possible with the learning of previ-

ous data, allowing the application to identify patterns and, consequently, make decisions

autonomously and with minimal human intervention [2, 63].

The more data is provided to Machine Learning, the more accurate will be the con-

clusions presented. This type of applications are used in several areas such as security,

privacy and simplicity of tasks.

2.12. Ardupilot SITL

The Ardupilot is an open-source software of autopilot, i.e., intends to represent the

control of a vehicle automatically. It can control almost all vehicles: airplanes, helicopters,

cars, boats, drones, etc.... It is used mainly in research or in the simulation of prototypes
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in other projects. Being an open-source project, the contribution given by the community

is quite high, which allows a rapid and current evolution [74, 75, 76].

The Software In The Loop (SITL) Simulator allows you to run ArduPilot on your

computer without using any special hardware. This simulator provides the user with a

graphical interface that allows a better interpretation of the data collected by Ardupilot

[77].

Figure 2.8 shows the Ardupilot running on a computer console, while in figure 2.9

the SITL simulator represents the Ardupilot through a graphical interface using a C++

compiler.

Figure 2.8. Ardupilot Running

2.13. Related Work

Over the last few years several systems for fire detection have been developed. In [78]

three fire detection systems are demonstrated through image processing. Each system

presented corresponds to a different type of image detection, and the one that obtained the

best result in fire detection was the Faster R-CNN. Faster R-CNN is an object detection

architecture developed by Ross Girshick, Shaoqing Ren, Kaiming He and Jian Sun in 2015.

It is one of the most famous neural networks of convolution. The other architectures used

were You Look Only Once (YOLO) and Single Shot Detector (SSD). The results obtained

were positive. However, the system presented in this dissertation has the advantage that

the image processing algorithm is in a cloud and can be accessed and used at any time.
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Figure 2.9. Illustraion of the Ardupilot by SITL

In [79] the authors approach one of the solutions used in fire detection and fighting:

the use of artificial satellites. The study concludes that the development of satellites

exclusively dedicated to image processing is too expensive. Therefore, the ideal would be

the use of aerial devices that would be more economical and obtain the same result.

Fire detection should not be restricted to fire analysis only. In [80], the authors

presented a proposal for a system to detect smoke. However, as concluded in the article,

the use of only this system does not guarantee correct fire detection. Environmental

pollution, especially in urban areas, makes the mission of these algorithms difficult. On

the other hand, the development of a system that detects smoke and fire at the same time

will increase the effectiveness in detection, reducing false alarms.

In [81], a proposal was made for a drone control system through a IoT platform de-

veloped on a Raspberry Pi. The communication between the platform and the drone is

through internet, more specifically through Wi-Fi. The project presented in this disser-

tation will greatly enhance the idea sought by the authors in [81], transforming a basic

and simple system, a complex platform, in a cloud, with the ability to manage users and

control any device, provided it is connected to the Internet.

There are already some platforms that allow the control of UAVs in real time, such

as https://flytnow.com/. This platform allows a user to associate a drone to his account

and to control it through the internet. The functionalities of this system include the

26



Chapter 2 State of Art

communication with the drone through 4G or 5G and High Definition (HD) streaming.

Being a platform directed to companies, the costs of membership are high, keeping away

any normal user.

The objective of this dissertation is not only to develop and implement a control,

management, and monitoring platform for drones, but also to have the ability to detect

forest fires remotely. As there is no platform that offers this solution, the idea presented

is innovative.
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CHAPTER 3

System Implementation

For the implementation of this system, a microservice architecture was used which,

among all the advantages already described in section 2.1, allows an independent devel-

opment of each microservice. Seven microservices were developed according to the theme

each one covered: Landing Page, Dashboard, Gateway, Auth and UserData, Drone, No-

tification, and Image Processing. The functionalities and objectives of each of these

microservices are:

• Landind Page: main page of the website available to any internet user. Informs

the features of platform.

• Dashboard: visual panel that presents information in a centralized way. It indi-

cates processed metrics and allows the registration and monitoring of new drones.

• Gateway: middle ware microservice between frontend and backend microservices.

• Auth and UserData: responsible for storing user data. Also responsible for grant-

ing users access to the platform’s pages.

• Drone: responsible for storing the drones’ data. It communicates with the drones

via Internet.

• Notification: microservice dedicated to creating and sending notifications to

users.

• Image Processing: microservice responsible for processing images obtained by the

drones.

The microservices and the databases were hosted on a cloud platform that allows the

deployment, the execution of tests and a continuous monitoring of the application status.

The server chosen was Heroku for being free. The addition of extras and new features is

possible at very affordable prices or for free. There are other more complete services which

offer better conditions, such as Amazon’s Amazon Web Services (AWS) and Microsoft’s

Azure, but their cost of use is quite large, so they did not fit the expectations of this

project [82, 83].

Of these seven microservices implemented, two of them are dedicated to providing

information to the user, commonly called a website. In these two websites the framework
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used for their development was Vue.js, which as already explained in the state of the art,

is a framework with a great growth and very accepted by the community of programmers.

In the remaining five microservices, the JavaScript framework used was Node.js. Al-

though the base language of this framework is JavaScript, the implementation of these

microservices was in TypeScript. The structure of these microservices in Node.js is quite

similar, but there are two cases that differ substantially: Gateway and Drone microser-

vices. This difference will be detailed in sections 3.3.1 and 3.3.4, respectively.

The figure 3.1 illustrates how the architecture of this project was designed. Land-

ing Page and Dashboard, to communicate with the backend services, always send their

requests to the Gateway. The Gateway forwards the received requests to the respec-

tive microservice. Some of the backend microservices have a connection to an isolated

database. A more detailed explanation will be given later in this chapter.

Figure 3.1. System Architecture

The implemented microservices use the HTTP protocol to perform their communi-

cations. However, the simple use of a communication protocol does not make a system

efficient or well implemented: the HTTP protocol does not define any rules or principles

for using its methods. Therefore, it is necessary to use the Representational State Trans-

fer (REST) principles, a set of rules and good practices, to allow structured and organized

communication. Systems that apply the REST principles are called RESTful.
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3.1. Platform Design

The design of the platform had to go according to the expected functionalities for this

website.This way, mockups were designed. A mockup is a template or a representation

of a project, used to demonstrate the basic idea of a project. In mockups may already

be represented attributes, values or colors, but it is not mandatory. The main objective

of designing a mockup is to guarantee an initial approval of the system before starting to

develop further.

Therefore, mockups were designed in a way to have a structured and organized idea

of the website design. The pictures 3.2, 3.3, 3.4 and 3.5 illustrate some of the initial

mockups that, of course, differ a lot from the result, but that were a beginning.

Figure 3.2. Devices List Mockup

The basic design of the platform developed comes from Vue.js libraries, as already

explained in the section 2.2.4. Changes were then made that were considered necessary

in order to meet the challenges inherent to this project. The final result can be seen in

chapter 4.

3.2. Frontend Architecture in Vue.js

Vue.js is one of the fastest growing JavaScript frontend frameworks, as it allows great

versatility, simple modularization and easy adaptation. The version of Vue.js used in this

project was the 2.6, supported in JavaScript.

Like other JavaScript frameworks already explained in this dissertation, Vue uses the

concept of component as a way to organize and structure the project. A component is a
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Figure 3.3. Device Mockup

Figure 3.4. Change and Remove Permissions Mockup

reusable instance, created using the syntax of HTML with JavaScript code, which allows

iterations and manipulations that the native HTML does not have. To be reusable, the

components are created in their own files that allow their integration through specific

tags, as will be demonstrated later.

Vue applications allow you to have several different programming syntaxes in a single

.vue file: HTML code, used to create the skeleton of the web page, CSS, directed to the
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Figure 3.5. Add Permissions Mockup

look of the web page, and JavaScript, which allows to connect the web page to the logic

of the application. In structural terms, the developed microservices that use Vue.js have

a structure similar to the one illustrated in the 3.6 image.

Figure 3.6. Dashboard Organization
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The integration of Vue with libraries and CSS frameworks is possible, and greatly fa-

cilitated with the use of the Vuetify framework. This framework aims to provide a number

of customized components for Vue applications. The use of this type of components al-

lows simplifying and saving development time, giving the developer the opportunity to

dedicate himself to other more relevant aspects. Although these components are already

customized, there is the possibility of being customized by the developer, and this was

the option taken throughout this project.

The two frontend microservices have an API that allows communication with the rest

of the platform. The API is used whenever the application needs to make an information

request for any backend service. As explained above, all requests made between the fron-

tend and backend pass through the Gateway so that it is possible to make the appropriate

validations when necessary.

The creation of these requests is done using the axios library, an HTTP client that

allows making any of the HTTP requests, either in a browser or a Node.js server. The

functions to make the requests are already pre-made, needing only the content of the

request that is provided when it is invoked. Figure 3.7 shows two blocks of code that

indicate how an API call is made in this project. The simplicity presented is the result

of the good organization of the project.

Figure 3.7. API Code Example to Get Users

The use of components as already mentioned, is a constant aspect in the development

of these microservices. Each component is implemented in a single file and, in principle,

are independent from each other. The exception appears when a component aggregates

another component. The components can be reused quite easily and quickly by just

importing them into the page to be used and then invoking it in HTML syntax, referencing

its name between tags.

The figure 3.8 shows a code block refers to a situation of how the use of a component

can be used. Using JavaScript syntax you can implement the component created in

a separate file. Then, it is possible to include the component in the part of the code
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Figure 3.8. Sample Code for use of Components

dedicated to HTML, giving the name of the imported component between tags. In this

case, it is demonstrated the inclusion of the component PlainTableDevices, referring to

the device table, and the CreateDevice component, the button that appears on this page

that allows the registration of a new drone.

A Vue.js component does not necessarily need to be a small block of code, nor should it

be considered solely as an object that integrates into other pages already made. The web

page can be considered a component, as was done in this application: the page component

includes other smaller components.

Vue being a Single Page Application (SPA), can change the content presented on the

page quickly, making the user experience very enjoyable. In order to use this capability,

Vue uses a framework called vue-router that allows the management of the content to be

made available to the user according to the URL address. The Figure 3.9 illustrates how

this feature was implemented in the project, in which depending on the URL received, a

component is associated that will be made available to the user.

The variable requireAuth is related to user authentication, which will be explained in

section 3.6.

Finally, another framework that was implemented in this project was Vuex. Vuex is

a state and data management standard in Vue.js applications. This framework works as

a temporary database centralized in the application and accessible by all components,

depending on the permissions granted to each.
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Figure 3.9. Vue-router Implementation

The great advantage of this type of store is related to the ability to update informa-

tion shared by several components. At the same time, no component modifies this data

directly, ensuring data consistency. This capability inserted in a Vue project allows that,

if two components use the same variable, the change of the value of the variable by one of

the components immediately leads to an update of the state of the variable in the other

component. This makes the pages more interactive and provides a better user experience.

The Figure 3.10 illustrates the diagram of how this process works:

(1) A component makes an order to the Vuex that it needs to obtain (or insert)

information from the database.

(2) In the Actions module, a request is made to the application’s Gateway, using the

APIs already explained. Once the request is made, it waits for the answer.

(3) In case of a positive response, the content received is committed to the store,

which is done through Mutations. These changes are reflected in the State.

(4) Finally, the Component is constantly listening to the desired variables in the

store, that is, in the State module. When it has the desired content, it makes

it available to the user. In the situation where two components have the same

variable, the change made by one of the components to the variable is reflected

in State.
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Figure 3.10. Vuex Architecture

The creation of a project in Vue.js is not necessarily complicated, but rather time

consuming. However, the use of this type of frameworks brings advantages in the medium

and long term, especially if the project starts to grow and become more complete.

3.3. Backend Architecture in Node.js

The backend microservices were developed in Node.js, being this one of the most used

technologies for backend servers in JavaScript. The version used in the microservices was

the 12.14 version, the most current at the start date of this project. It should be noted

that the language used in these projects was not JavaScript, but a variation, TypeScript.

The advantages of this language compared to the traditional JavaScript are described in

section 2.2.1.

The architecture used in these microservices, with the exception of the Gateway’s

microservice and the Drone’s microservice, as a result of the specific characteristics of

these microservices, follow the architecture presented in figure 3.11. The same happens

in the project organization, demonstrated in figure 3.12. Anyway, all good practices were

respected in the development of these projects.

The reception of HTTP requests is possible through the Express.js framework, or sim-

ply express, which allows the construction of a web API in Node.js environments. These
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Figure 3.11. Authentication and UserData Organization

Figure 3.12. Backend Architecture

APIs can handle multiple requests simultaneously. As requests arrive, they are queued

and processed consecutively as soon as possible. Each application has been configured

with 4 threads pools to process the requests, i.e. the system can simultaneously process

4 processes at the same time. This value can be increased if justified. The 3.13 figure

demonstrates how the Node.js architecture works in one of the developed microservices.

For each new request that arrives at the microservice, the URL prefix is analyzed,

originating a forwarding of the request to one of the project controllers. This is described

as routing and can be seen in figure 3.14.

In the controller, its first task is to validate the request body. This must respect a

predetermined structure that is in accordance with the expected structure. This valida-

tion, which is done through a Data Transfer Object (DTO) is an added value in terms

of security. Besides fulfilling its main purpose, which is to validate if the fields received

in the body of the request are the expected ones, it checks if the content respects cer-

tain imposed rules. Thus, it is guaranteed that the content processed by the application

38



Chapter 3 System Implementation

Figure 3.13. Node.js Architecture

Figure 3.14. Node.js Routing

does not allow to make adulterations in the code. If the request has been filtered by the

controller, it sends the request to the most appropriate service.

The service module is responsible for all the microservice logic. It is divided into

several files depending on the type of objects processed. The content of the received

request is validated again and, if possible, leads to the creation of a Model object, or

alternatively Data Access Object (DAO). This new object created will be explained later

in section 3.4.1.
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Any error or invalidation that occurs in the process is almost all treated in this module.

The logs are inserted in a .log file whose name is the current date. The structure of the

logs is shown in figure 3.15, which contains information such as the Internet Protocol (IP)

and user id, and data that allows a follow-up of the executed processes. It is important

to have a well structured log system. Any error that occurs during the process should be

stored in a file for later analysis. The structure and the information contained in the files

varies according to the microservice.

Figure 3.15. Log File Structure

Associated to one service can be one or more repositories. Depending on the service,

they may need to make queries, inserts, updates or deletions in the database. Repositories

are classes responsible for managing these access requests. Their existence provides greater

organization of the code. In the repository, each function is responsible for a single request

to the database. The communication between the services and the repositories is done

through a proper interface. A more detailed explanation of how communication with the

database works is detailed in section 3.4.

3.3.1. Gateway microservice

Despite being developed in Node.js, the Gateway presents a different architecture,

based on the functionalities that it needs to have. This microservice has as main respon-

sibility the forwarding of requests received by the frontend to the backend, and consequent

reverse forwarding with the response.

The reception of HTTP requests happens in the same way as other backend microser-

vices, using the Express.js framework. And since the Gateway also needs to create HTTP

requests, it contains in its code the necessary mechanisms to create requests via axios.

Figure 3.16 illustrates the Gateway’s architecture when it comes to message processing.

The Gateway also acts as an important role in validating requests, ensuring that the

origin of requests comes from an authorized person. This information is explained in

section 3.6.
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Figure 3.16. Gateway Architecture

3.3.2. Notification microservice

The notification microservice, besides including all the features already detailed in

section 3.3 for being developed in Node.js, also includes the ability to send emails through

the SMTP protocol. The figure 3.17 shows the architecture of this microservice.

Figure 3.17. Notification Architecture

The nodemailer library allows the configuration and the sending of e-mails in Node.js

applications. The emails sent can be of the type:

• Welcome to new users.

• Password recovery.

• Invitation to register on the platform.

• Invitation to join a group or a company.

• Fire detection alert.
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The email used to send this information is associated with the domain acquired by

the company Amen.pt.

3.3.3. Image Processing Microservice

This microservice has a different structure from the others since it also includes an

algorithm. The algorithm made in python intends to represent a machine learning with

the ability to identify forest fires through image processing. This machine learning was

developed in another project made by the Institute of Telecommunications of Iscte-iul

and adapted so that it could be integrated into a microservice platform [2].

This microservice, firstly, is developed in Node and presents the architecture already

presented previously. It receives requests via HTTP, but by default this protocol cannot

incorporate images in its requests. To get around this situation, it is necessary to use the

multipart/form-data encoding that allows the transfer of binary files, in which an image

is included, through the HTTP protocol.

The received images are stored in a server folder,toProcess folder, and the file name is

defined according to the unixtime-droneid.png structure, where the first part corresponds

to the date of reception, in Unix Time Stamp (UTS), and the second part to the drone

id.

The algorithm is called by the Node thread responsible for processing the request.

If the algorithm detects something suspicious, the microservice sends a request to the

Notification microservice so that it alerts those device’s responsible a suspicion of forest

fire was detected. All processed images are moved to the processed folder.

3.3.4. Drone Microservice

This microservice has an architecture very similar to the one presented in section

3.3: it receives HTTP requests from the Gateway, processes them and has a database

to store information, in this case drones. However, this microservice needs to actively

communicate with drones. Therefore, in addition to the common features of a backend

microservice, it uses the mavlink library to create MavLink requests to communicate with

the drones. The implementation of the mavlink in this microservice is similar to that used

in the Gateway.

MavLink requests are addressed to a destination drone, where the content of the mes-

sage sent are commands that allow the drone to execute tasks. The Drone’s microservice is
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in constant contact with the drone so that it can store the collected data in the database.

The figure 3.18 shows the architecture adopted for this microservice.

Figure 3.18. Drone Architecture

The figure 3.19 shows the code block responsible for creating the orders to be sent to

the drone.

Figure 3.19. Sample Code to Communicate with Drone via MavLink

3.4. Database

The databases are associated with only a few backend microservices. These are the

Auth & UserData microservice, the Notification microservice and the Drone microservice.

Each one of these microservices has a unique database that is only accessible by itself.

The databases were developed in MariaDB, the free version of MySQL, and their

design was done through the MySQL Workbench software that, besides allowing the
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design, allows its export and especially the execution of a database locally. This allowed

that during the development of the platform a local database was used instead of the

production database that is hosted on the Heroku server.

The Figures 3.20, 3.21 and 3.22 illustrate the relational diagram of the various databases

developed.

Figure 3.20. UserData Relational Diagram

Figure 3.21. Notification Relational Diagram
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Figure 3.22. Drone Relational Diagram

At the start-up of each microservice, the connection to the respective database is initi-

ated. Depending on the environment in which the application takes place, the connection

is either made to the local database or to the production database.

In accordance with the rules of the European area, described in the General Data

Protection Regulations, the data stored in the database are protected and are hosted on

trusted servers. It also includes the right to forget, which allows the user to remove all

data that allow their identification [84]. Thus, when the user makes this request, all fields

containing sensitive data, such as name, image, and email, are replaced by a default text

’DELETED’. This way we can ensure that the system continues to work correctly, as

there was no abrupt removal of data, guaranteeing the rights of users registered on the

platform.

3.4.1. Object Relational Mapper

To manage the database, an Object-Relational Mapping (ORM) called Sequelize was

used. This promise-based library supports a wide database dialect, including MySQL,

and has features and capabilities related to data transaction and the relationship between

objects.

All the objects of the application, called Model, are built in ORM optics. This allows

the manipulation of objects like User, Company or Drone to be more fluid and safer. One

of the great advantages of using this type of objects is the transaction management, which

allows rollbacks in case of failure in a certain step of the process, and the need not to use

SQL code to make the requests to the database. In the 3.23 image it is possible to see
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the create function, in the companies repository, which allows the creation of a company

in the database receiving an ORM of type Company. In detriment of the typical SQL

create command, in the code only the save method is invoked that automatically creates

the object in the database.

Figure 3.23. Registration of an Company using Sequelize

These Sequelize ORM objects have in their class a direct association to the respective

table in the database. First by indicating the name of the class, making the object

Company correspond to the company table, and second by making a similar association

between the parameters of the object and the columns of the table. The characteristics

of the columns are also explicit in the ORM class, thus allowing a validation of data even

before executing the action.

3.5. Tests

Throughout the project, unit tests and integration tests were developed, as a way to

prove and certify that the implementation was correct. This allowed the development on

the platform not to suffer significant delays, since it was not necessary to redo function-

alities that could be working incorrectly.

The implementation of the tests, and the project code, followed the Test-Driven Devel-

opment (TDD) approach. This approach consists in the development of the test-oriented

software, consisting in the maximum realization of tests in order to contain all possible

possibilities. The development process in TDD is the following [85]:

(1) Write tests without having the code done.
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(2) Execute the tests and, as there is no code done, it will cause errors in all the

tests.

(3) Develop the functionality for the test until it passes.

(4) Repeat the procedure of development of functionalities until all the tests of this

functionality are positive.

(5) Pass to the next functionality and repeat the process.

This way, and if the tests are well done and cover all the possibilities, either of success

or of error, we guarantee that the writing of the code that is done later is correct. In

figure 3.24 there is a code block that represents a test to the creation of drones on the

platform. The tests were developed using the Jest framework, explained in section 2.5.1.

Figure 3.24. Unit Test of Drone Creation

3.6. Security

As it is a web platform, accessible to any user, it is necessary to ensure that the data

processed by the application is safe. For this, several ways have been used to ensure that

the entire system is able to prevent possible attacks to disable the platform or to access

private information.

The first measure implemented was to obtain an SSL certificate. The use of this

certificate on the website allows communications between users’ browsers and the web

server to be encrypted, as already explained in section 2.7.1. The type of certificate

obtained was the simplest, DV Certificate. Because this is still a small platform with
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little traffic there was no need to invest in a more robust certificate. This certificate was

obtained at Amen.pt, a company accredited by several CA.

The use of Sequelize allows a greater security in the access to the database. One of

the most common attacks on the database is through SQL Injection. This attack consists

in the adulteration of variables to be used in SQL scripts in order to return something

different, as shown in figure 3.25.

Figure 3.25. SQL Injection Scheme

Sequelize, although allowing the use of SQL scripts in the traditional way, its imple-

mentation in this project was more directed to the concept of ORM, explained in section

3.4.1. The use of these methods gives the possibility to make invocations to the database

in a more secure way. Likewise, Sequelize already integrates in its base code mechanisms

that prevent this type of attacks, so its use ensures greater security.

The authenticity check is done through the validation of the JWT, described in section

2.7.3. The use of this token in browser cookies is fundamental in accessing restricted pages,

such as the dashboard, which should only be accessible if the login has been made.

As illustrated in figure 3.26, on the Landing Page login page, the user enters the correct

data for authentication. These are sent to the Gateway, which redirects it to the Auth

& UserData microservice. It is in this microservice that occurs, among other things, the

verification of the password with that stored in the database. In case of success, a JWT

token is created with the user id, email and IP, using an RSA private key. Then, the

JWT takes the reverse route of the login request, being answered by Auth & UserData

to the Gateway, where it will include the JWT in the cookies of the user response. This

way, when the user is redirected to the dashboard page, they will already have the cookie

in their browser.

Figure 3.27 shows how a JWT token is built. It is divided into three parts:

• Header - contains the algorithm used and the type of token, in this caseRSA256

and JWT, respectively.
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Figure 3.26. Login Scheme with JWT

• Payload: contains essentially the content (the user id, your email and your IP),

but also additional information such as the creation date of the token and the

expiration date, in UTS.

• Signature: contains the first two parts coded, so it is possible to check later if

the message has changed. It also allows to verify that the origin of the token is

who it says it really is, because it has the private key.

Some Dashboard pages may require the user to be authenticated. These accesses are

indicated in figure 3.9 through the variable requireAuth which, if true, the Dashboard

makes a verification request to the Gateway that the JWT cookie, if any, is valid.

The Gateway is responsible for validating the authentication tokens through the RSA

public key. If it is possible to decrypt the JWT through that key it means that the token

is a valid token on the platform, but an extra security validation is still needed: the IP.

As an extra security measure, the IP stored in the JWT token must match the IP of

the user who made the request. If everything is in accordance, the Gateway responds
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Figure 3.27. JWT Structure

positively to the validation requested by the Dashboard, thus allowing the user access to

the rest of the platform.

A similar strategy has been adopted in the remaining requests that are made to the

backend services. All HTTP requests that are made, pass through the Gateway that will

do the JWT validation and will only forward the request to the specific microservice if it

is valid. This allows a continuous validation in the access to the platform and its data.

At the same time that the JWT token is generated, another token called refreshToken

is also generated. This token, also JWT, allows the renewal of the main token after its

expiration. The JWT token has a maximum usage period of one day, unless the user logs

out of the platform before. After that day, if the user continues with the token in the

cookies, when accessing the platform, the token will have expired. In these situations, if

refreshToken is in the cookies, there will be a renewal of the user’s access by creating a

new valid token. This mechanism is part of the JWT and prevents users from needing to

make repetitive logins if the token has already expired.
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Results

The main results of the implementation of the previous chapter will be presented

below, namely the web platform developed. The results obtained come from three different

but interconnected sources. The developed platform, where the objective has always been

to make it available online, was successfully achieved. The various microservices developed

communicate between themselves perfectly and correspond to the expectations taken at

the beginning of the development of this project. This platform includes the machine

learning algorithm that allows image processing.

The results obtained in terms of communication with the drone, and the obtaining of

its data, were made in a simulated environment. This environment would always be the

first to be tested before performing open field tests with a real device. However, due to

numerous circumstances this part of the project could not be completed. Nevertheless,

the whole system is operational and working as desired.

4.1. Web Platform

Figure 4.1. Flydren Website Homepage

As already explained, the main objective of this dissertation was the development

of a web platform that would allow the control of UAVs, more specifically MAVs. The
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platform was developed locally and phased to the Heroku server, where it is currently

active under the name Flydren and accessible by the domain https://www.flydren.pt.

In figures 4.1, 4.2 and 4.3 it is possible to see the main page of the platform, the

Landing Page, where the basic information of the system, as well as the services available,

can be found. The website is very receptive and can be accessed by computers, tablets,

and smartphones. A page about the presented project and a contact form were also

developed.

Figure 4.2. Flydren Website Flight Automation Details

Figure 4.3. Flydren Website Object Recognition Details
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The registration and the login of the platform were developed in the Landing Page

microservice, as can be seen by figures 4.4 and 4.5. The registration on the platform is

quite fast. The user needs to give some information such as name, email, country, city,

and password. If the registration is successful, a confirmation message will appear on the

page. An email will also be sent to the user. After logging in the platform, the user is

redirected to another sub-domain, dedicated to Dashboard.

Figure 4.4. Flydren Signup Page

On the main page of the Dashboard, hosted in https://dashboard.flydren.pt, graphs

with statistical information of the drones that the user has access are presented. As it is

possible to see in figure 4.6, data such as the number of flights made, and the number of

photos and videos captured by the devices are illustrated. It is possible to consult the log

history, accessing the files directly.

The platform provides a list of drones that is presented on the main page of the

Dashboard and on a page dedicated exclusively to this purpose, shown in Figure 4.7. The

list contains all the drones that the user has access to, and the permission level is divided

into three:

• Normal: the user only has access to the statistics that the drone generates.
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Figure 4.5. Flydren Login Page

Figure 4.6. Dashboard Page

• Edit: the user can configure missions, edit the drone data and manage the drone

permissions.

• Master: the user is the owner of the drone and has access to all the features. He

can delete the drone.

On the devices page, the user can register a new drone by clicking the dedicated

button. The user will be asked for some data about the drone to be registered, which can

be changed later. Some of the fields of the drone are the name, description, IP, and the

54



Chapter 4 Results

list of users who have access to this drone. Figure 4.8 shows the permissions list of the

Sintra Mountains drone.

Figure 4.7. Drone List Page

Figure 4.8. Drone Edit Page

4.2. Drone Control

The control of a device is only available to a user who has permissions to do it. Figure

4.9 shows how a mission for a drone is created. From the map that exists on the page,

the user can draw the path that the drone will follow. For each point indicated on the

map, the user must click on the extract point button to insert it in the table. The table

contains all the points through which the drone will make the route. Each line of the
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table has the coordinates of the point (longitude and latitude), the altitude of the drone

and its orientation. Once the list of positions is finished, it is transformed into a file and

sent to the drone.

Figure 4.9. Drone Control Page

As soon as the drone is moving, on the map will appear the route that the drone is

taking. Values measured by the drone are sent to the user. However, the values that each

drone collects differ from drone to drone. This way, the user must indicate in the settings

of the drone which message structure it returns, so that the information can be presented

in a more user-friendly table.

For not having been able to use a real drone in the tests developed, open-source

software was used that allowed simulating the drone. These softwares are the ardupilot

and the SITL. The figures 4.10 represent the result of the communications made between

the platform and the simulated drone, demonstrating the effectiveness of the project

developed.

4.3. Fire Detection

As already mentioned in this dissertation, the results obtained were through the use

of a simulated drone. Because it was not a real drone it was not possible to test or obtain

results about the correct functioning of the whole project.

In the image 4.11 it is possible to see how the algorithm operates, as it has been

previously demonstrated in other projects [2].

In order to obtain as many results as possible in this area, the sending of images to

the image processing microservice was simulated. The results obtained with this test were

56



Chapter 4 Results

Figure 4.10. Drone Mission Simulation

Figure 4.11. Fire Algorithm [2]

like what had been obtained when using the algorithm in isolation and running locally.

Thus, the effectiveness and efficiency of the image detection algorithm was not affected

by its hosting in a cloud service or by the integration in a larger project.
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Conclusions

5.1. Main Conclusions

The main objective of this dissertation was the construction of a web platform capable

of managing, monitoring and controlling drones in real time in order to detect forest fires,

as a possible use case. The possibility of pre-programming the drones to perform a certain

mission at a certain time was also one of the expected objectives for this dissertation.

Finally, the integration of a machine learning algorithm with the ability to detect forest

fires would be an added value for this project.

In general, the objectives proposed for this dissertation were accomplished and can be

indexed and detailed in the following points:

• The development of a web platform that allows users to register their drones.

The possibility of organizing users by groups and companies, allowing several

users to have access to the same drone, was an added value implemented in this

project.

• The architecture thought for the platform considered the possible escalation that

can occur. The structure adopted allows the addition of new features without

compromising the rest of the platform. The choice for a microservice architecture

was fundamental for this possibility to exist.

• The research methodology and the development methodology were accomplished

most of the time, as well as the good practices in software development.

• The control with the drone via internet, and through a web platform, was shown

to be possible. Although it was only possible to use a simulated drone, it does

not invalidate the work developed which, in theoretical terms, should not have

any influence on the intended result.

• The integration of the machine learning algorithm in the platform was partially

achieved. The fact that a real drone was not used in the system tests, does not

ensure that the reception of images coming from the drone is working as desirable.
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Chapter 5 Conclusions

• The real-time control of the drone is not user-friendly. Although it is possible to

trace the path of the drone using a map, the communication with the drone is

done via commands that the user needs to understand.

5.2. Future work

Some improvements to the project developed in this dissertation should be made, as

well as the development of new features:

• The tests of this system should not be restricted only to simulated drones. Tests

should be made with real drones to validate the developed project.

• The communication between the drone and the platform must be protected. No

security protocol has been implemented in this communication so the content of

the messages between both parties is susceptible to external interference.

• The drone control page must be improved and made more user-friendly. The

possibility to schedule a route for the drone to travel should also be developed

and it should not be necessary for a user to give the exit order.

• It is expected that the drone sends images in real time to the platform. These im-

ages should be made available to users though the website. In addition, the video

received must be forwarded to the image processing microservice for analysis.

• The upgrade of this system to a more complete and secure cloud server should be

considered. While all security guarantees have been taken, the services provided

by platforms such as Azure or AWS bring numerous advantages.

• The platform developed allows for the addition of new functionality or new al-

gorithms with great ease. In order not to restrict this system to fire detection

alone, its expansion should be considered.
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